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1. Consider the following version of an important algorithm (2.5)

**ALGORITHM** *GE(A*[0*..n* − 1*,* 0*..n*]*)*

//Input: An *n* × *(n* + 1*)* matrix *A*[0*..n* − 1*,* 0*..n*] of real numbers

**for** *i* ←0 **to** *n* − 2 **do**

**for** *j* ←*i* + 1 **to** *n* − 1 **do**

**for** *k*←*i* **to** *n* **do**

*A*[*j, k*]←*A*[*j, k*]− *A*[*i, k*] ∗ *A*[*j, i*]*/ A*[*i, i*]

# What is its basic operation?

Basic operation is Multiplication

# How many times is the basic operation executed?

# Therefore basic operation is executed

# What is the efficiency class of this algorithm?

Its efficiency class is cubic.

1. Solve the following recurrence relations using Master Theorem. (2.5)

# a. x(n) = 9x(n/3) + 5 for n > 1, x(1) = 0

a=9 b=3 f(n)=5 log3 9 = 2

f(n) = 5 = Θ(1) = 0 => Θ(1) = Θ(n0)

n2 > n0

x(n) = Θ(n2)

# b. x(n) = x(n/2) + n for n > 1, x(1) = 1

a=1 b=2 f(n)=n log2 1 = 0

n0 = 1

Given that n > 1 1 < n

x(n) = Θ(n)

# c. x(n) = x(n/3) + 1 for n > 1, x(1) = 1

a=1 b=3 f(n)=1 log31 = 0

n0 = 1

1 = f(n) => 1 = 1

O(nlogba logk+1n) O(n0log0+1n) => O(logn) x(n) = Θ(log2n)

1. Consider the following recursive algorithm. (5)

**ALGORITHM** *Q(n)*

//Input: A positive integer *n*

**if** *n* = 1 **return** 1

**else return** *Q(n* − 1*)* + 2 ∗ *n* – 1

# Draw a tree of recursive calls for this algorithm and compute its time complexity.

* 1. **Compute complexity using induction method**

T(n)  b

T(n)  T(n-1) + c for n>1

T(n-1) = T((n-1)-1) + c

= T(n-2) + c T(n-2) = T((n-2)-1) + c T(n-2) = T(n-3) + c

Substituting T(n-1)

 T(n-2) + c + c

 T(n-2) + 2c

Substituting T(n-2)

 T(n-3) + 2c + c

 T(n-3) + 3c

 T(n-k) + kc

In order to reach base case n-k=1

k=n-1

Substituting k=

 T(n-(n-1)) + (n-1)c

 T(n-n-1) + (n-1)c

 T(1) + (n-1)c

 b+ c(n-1) = Θ(n)